Homework #3 Solution
Computer Organization

Q1.  Draw (by hand, don’t copy and paste) the detailed state transition graph (STG) of the multi-cycle control unit showing very clearly the states and values of the associated control signals.

Solution:
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Q2. State very explicitly the fundamental advantages and disadvantages of using multi-cycle implementation over single-cycle implementation of MIPS architecture.

Solution:
Main advantages

1. Uses the clock cycle efficiently; the clock cycle is timed to accommodate the slowest instruction step.

2. Multi-cycle implementations allow functional units to be used more than once per instruction as long as they are used on different clock cycles.

Main disadvantages

Multi-cycle implementation requires additional hardware: more internal state registers, more multiplexers, and more complicated (FSM) control.

Q3. The multicycle datapath that we studied had one ALU, which was used to increment the PC as well as for ALU operations (and address calculations), and branch target calculation. The single-cycle datapath had 3 separate adders/ALUs, one for incrementing the PC, one for ALU operations (and address calculation), and one for branch target calculation. Why are a different number of ALUs used in the two different datapaths?

Solution:
In the single-cycle datapath, we needed to perform 3 ALU operations in a clock cycle, and since a single ALU could only perform one operation in a cycle, 3 ALUs were needed. In the multicycle datapath, the same ALU could be used for all 3 functions, in different clock cycles.

Q4. Refer to the figure below, which shows the datapath for the single cycle implementation. The gating that is shown works fine for the BEQ instruction (BRANCH = 1 and ZERO =1 selects the branch address to be loaded into the PC). Modify this logic so that it will also accommodate the BNE instruction. Make your changes on the figure (you can add extra control lines if you want, just make sure that you tell me what causes them to be asserted).
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Solution:
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Q5. What is microprogramming?
Solution:
A method for implementing control of a finite state machine, where the control is implemented using a sequence of microinstructions that are stored in a ROM and activate control signals when they are "executed".

Q6. Solve problem 5.2 from your textbook. The stuck-at-0 faults in the single-cycle datapath.
Solution:
a. RegWrite = 0: All R-format instructions, in addition to lw, will not work because these instructions will not be able to write their results to the register file.

b. ALUop1 = 0: All R-format instructions except addition will not work correctly because the ALU will perform addition instead of the required ALU operation.

c. ALUop0 = 0: beq instruction will not work because the ALU will perform addition instead of subtraction, so the branch outcome may be wrong.

d. Branch (or PCSrc) = 0: beq will not execute correctly. The branch instruction will always be not taken even when it should be taken.

e. MemRead = 0: lw will not execute correctly because it will not be able to read data from memory.

f. MemWrite = 0: sw will not work correctly because it will not be able to write to the data memory.

Q7. Solve problem 5.3 from your textbook. The stuck-at-1 faults in the single-cycle datapath.
Solution:
a. RegWrite = 1: sw and beq should not write results to the register file. sw (beq) will overwrite a random register with either the store address (branch target) or random data from the memory data read port.

b. ALUop0 = 1: lw and sw will not work correctly because they will perform subtraction instead of the addition necessary for address calculation.

c. ALUop1 = 1: lw and sw will not work correctly. lw and sw will perform a random operation depending on the least significant bits of the address field instead of addition operation necessary for address calculation.

d. Branch = 1: Instructions other than branches (beq) will not work correctly if the ALU Zero signal is raised. An R-format instruction that produces zero output will branch to a random address determined by its least significant 16 bits.

e. MemRead = 1: All instructions will work correctly. (Data memory is always read, but memory data is never written to the register file except in the case of lw.)

f. MemWrite = 1: Only sw will work correctly. The rest of instructions will store their results in the data memory, while they should not.

Q8. Solve problem 5.29 from your textbook. The stuck-at-0 faults in the multi-cycle datapath.
Solution:
a. RegWrite = 0: All R-format instructions, in addition to lw, will not work because these instructions will not be able to write their results to the register file. 

b. MemRead = 0: None of the instructions will run correctly because instructions will not be fetched from memory. 

c. MemWrite = 0: sw will not work correctly because it will not be able to write to the data memory. 

d. lRWrite = 0: None of the instructions will run correctly because instructions fetched from memory are not properly stored in the IR register. 

e. PCWrite = 0: Jump instructions will not work correctly because their target address will not be stored in the PC. 

f. PcWritecond = 0: Taken branches will not execute correctly because their target address will not be written into the PC.

Q9. Solve problem 5.30 from your textbook. The stuck-at-1 faults in the multi-cycle datapath.

Solution:
a. RegWrite = 1: Jump and branch will write their target address into the register file. sw will write the destination address or a random value into the register file. 

b. MernRead = 1: All instructions will work correctly. Memory will be read all the time, but IRWrite and lorD will safeguard this signal. 

c. MemWrite = 1: All instructions will not work correctly. Both instruction and data memories will be written over by the contents of register B. 

d. IRWrite = 1: lw will not work correctly because data memory output will be translated as instructions. 

e. PCWrite = 1: All instructions except jump will not work correctly. This signal should be raised only at the time the new PC address is ready (PC + 4 at cycle 1 and jump target in cycle 3). Raising this signal all the time will corrupt the PC by either ALU results of R-format, memory address of lw/sw, or target address of conditional branch, even when they should not be taken. 

f. PCWriteCond = 1: Instructions other than branches (beq) will not work correctly if they raise the ALU’s Zero signal. An R-format instruction that produces zero output will branch to a random address determined by their least significant 16 bits. 

Q10. For a program that has 109 instructions, assume that each instruction takes 500 ps execution time on the multi-cycle datapath.

a) How long does it take to execute this program on this non-pipelined processor?


b) What is the maximum speedup that can be achieved when running this program on 5-stage pipelined processor?
Solution:
a. It takes 500 ps * 109 instructions = 0.5 seconds to execute on a nonpipelined processor.

b. A perfect 5-stage pipeline would speed up the execution by 5 times.

Q11. Identify all data dependencies for:


add $3, $4, $2


sub $4, $2, $1


lw $4, 200($3)


add $7, $4, $6

Solution:
There is a data dependency through register $3 between the first instruction and the third instruction. There is a data dependency through $4 between the lw instruction and the last instruction.

Q12. For the following code, which registers are read and written at the end of the sixth cycle?

add $2, $3, $1


add $7, $6, $1


add $8, $2, $6


sub $4, $3, $5


add $5, $3, $7

Solution:
At the end of the sixth cycle, instruction 4 reads registers $3 and $7, and instruction 2 writes register $7.

Q13. For the above code, what the forwarding unit will be doing during the fifth cycle?

Solution:
The forwarding unit is seeing if it needs to forward. It is looking at the instructions in the fourth and fifth stages and checking to see whether they intend to write to the register file and whether the register written is being used as an ALU input. Thus, it is comparing 2 = 2? 2 = 7? 6 = 2? 6 = 7?
It will forward the result from the fifth stage to input A of the ALU.
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